# **Python Operators**

Learning the operators is an excellent place to start to learn Python. Operators are special symbols that perform specific operations on one or more operands (values) and then return a result. For example, you can calculate the sum of two numbers using an addition (+) operator.

Python has seven types of operators that we can use to perform different operation and produce a result.

1. Arithmetic operator
2. Relational operators
3. Assignment operators
4. Logical operators
5. Membership operators
6. Identity operators
7. Bitwise operators

## Arithmetic operator

Arithmetic operators are the most commonly used. The Python programming language provides arithmetic operators that perform addition, subtraction, multiplication, and division. It works the same as basic mathema

There are seven arithmetic operators we can use to perform different mathematical operations, such as:

1. + (Addition)
2. - (Subtraction)
3. \* (Multiplication)
4. / (Division)
5. // Floor division)
6. ℅ (Modulus)
7. \*\* (Exponentiation)

### Addition operator +

It adds two or more operands and gives their sum as a result

**Example**

x = 10

y = 40

**print**(x + y)

**or-**

name = "Madhuri"

surname = "Adat"

print(surname + " " + name)

Subtraction **-**

Use to subtracts the second value from the first value and gives the difference between them.

**Example**

x = 10

y = 40

**print**(y - x)

### **Multiplication \***

Multiply two operands. In simple terms, it is used to multiplies two or more values and gives their product as a result. The multiplication operator is denoted by a \* symbol.

**Example**

x = 2

y = 4

z = 5

**print**(x \* y)

### **Division /**

Divide the left operand (dividend) by the right one (divisor) and provide the result (quotient ) in a float value. The division operator is denoted by a / symbol. **Example**

x = 2

y = 4

z = 8

**print**(y / x)

# Output 2.0

**print**(z / y / x)

# Output 1.0

### **Floor division //**

Floor division returns the quotient (the result of division) in which the digits after the decimal point are removed

Example

x = 13

y = 2

print(x // y)

### **Modulus ℅**

The remainder of the division of left operand by the right. The modulus operator is denoted by a % symbol.

**Example**

x = 15

y = 4

**print**(x % y)

### **Exponent \*\***

Using exponent operator left operand raised to the power of right. The exponentiation operator is denoted by a double asterisk \*\* symbol. You can use it as a shortcut to calculate the exponential value

**Example**

num = 2

# 2\*2

**print**(num \*\* 2)

# Output 4

# 2\*2\*2

**print**(num \*\* 3)

## 2.Relational (comparison) operators-

## Relational operators are also called comparison operators. It performs a comparison between two values.

| **Operator** | **Description** | **Example** |
| --- | --- | --- |
| > (Greater than) | It returns True if the left operand is greater than the right | x > y  result is True |
| < (Less than) | It returns True if the left operand is less than the right | x < y  result is False |
| == (Equal to) | It returns True if both operands are equal | x == y  result is False |
| != (Not equal to) | It returns True if both operands are equal | x != y  result is True |
| >= (Greater than or equal to) | It returns True if the left operand is greater than or equal to the right | x >= y  result is True |
| <= (Less than or equal to) | It returns True if the left operand is less than or equal to the right | x <= y  result is False |

## 3.Assignment operators-

## In Python, Assignment operators are used to assigning value to the variable. Assign operator is denoted by = symbol. For example, name = "Jessa" here, we have assigned the string literal ‘Jessa’ to a variable name

| **Operator** | **Meaning** | **Equivalent** |
| --- | --- | --- |
| = (Assign) | a=5Assign 5 to variable a | a = 5 |
| += (Add and assign) | a+=5Add 5 to a and assign it as a new value to a | a = a+5 |
| -= (Subtract and assign) | a-=5Subtract 5 from variable a and assign it as a new value to a | a = a-5 |
| \*= (Multiply and assign) | a\*=5Multiply variable a by 5 and assign it as a new value to a | a = a\*5 |
| /= (Divide and assign) | a/=5Divide variable a by 5 and assign a new value to a | a = a/5 |
| %= (Modulus and assign) | a%=5Performs modulus on two values and assigns it as a new value to a | a = a%5 |
| \*\*= (Exponentiation and assign) | a\*\*=5Multiply a five times and assigns the result to a | a = a\*\*5 |
| //= (Floor-divide and assign) | a//=5Floor-divide a by 5 and assigns the result to a | a = a//5 |

.

**Logical operators**

Logical operators are useful when checking a condition is true or not. Python has three logical operators. All logical operator returns a boolean value True or False depending on the condition in which it is used.

| **Operator** | **Description** | **Example** |
| --- | --- | --- |
| and (Logical and) | True if both the operands are True | a and b |
| or (Logical or) | True if either of the operands is True | a or b |
| not (Logical not) | True if the operand is False | not a |

Example= and

a = 2

b = 4

# Logical and

**if** a > 0 **and** b > 0:

# both conditions are true

**print**(a \* b)

**else**:

**print**("Do nothing")

Example=or

**if** a > 0 **or** b < 0:

# at least one expression is true so conditions is true

**print**(a + b) # 6

**else**:

**print**("Do nothing")

**Example=Logical not**

**if** **not** a:

# a is True so expression is False

**print**(a)

**else**:

**print**("Do nothing")

## Membership operators

Python’s membership operators are used to check for membership of objects in sequence, such as string, list, tuple. It checks whether the given value or variable is present in a given sequence. If present, it will return True else False.

### **In operator**

It returns a result as True if it finds a given object in the sequence. Otherwise, it returns False.

**Example**

my\_list = [11, 15, 21, 29, 50, 70]

number = 15

**if** number **in** my\_list:

**print**("number is present")

**else**:

**print**("number is not present")

### Not in operator

It returns True if the object is not present in a given sequence. Otherwise, it returns False

**Example**

my\_tuple = (11, 15, 21, 29, 50, 70)

number = 35

**if** number **not** **in** my\_tuple:

**print**("number is not present")

**else**:

**print**("number is present")

## Identity operators

Use the Identity operator to check whether the value of two variables is the same or not

Python has 2 identity operators is and is not.

### **is operator**

The is operator returns Boolean True or False. It Return True if the memory address first value is equal to the second value. Otherwise, it returns False.

**Example**

x = 10

y = 11

z = 10

**print**(x **is** y) # it compare memory address of x and y

**print**(x **is** z) # it compare memory address of x and z

### **is not operator**

The is not the operator returns boolean values either True or False. It Return True if the first value is not equal to the second value. Otherwise, it returns False.

**Example**

x = 10

y = 11

z = 10

**print**(x **is** **not** y) # it campare memory address of x and y

**print**(x **is** **not** z) # it campare memory address of x and z

## Bitwise Operators

The bitwise operator operates on values bit by bit, so it’s called **bitwise**. It always returns the result in decimal format. Python has 6 bitwise operators listed below.

1. & Bitwise and
2. | Bitwise or
3. ^ Bitwise xor
4. ~ Bitwise 1’s complement
5. << Bitwise left-shift
6. >> Bitwise right-shift

### **Bitwise and**

It performs **logical AND** operation on the integer value after converting an integer to a binary value and gives the result as a decimal value. It returns True only if both operands are True. Otherwise, it returns False.

**Example**

a = 7

b = 4

c = 5

**print**(a & b)

**print**(a & c)

**print**(b & c)

Following diagram shows AND operator evaluation.

![Python bitwise AND](data:image/png;base64,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)

### **Bitwise or**

 It returns False only if both operands are True. Otherwise, it returns True.

**Example**

a = 7

b = 4

**print**(a or b)
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Python bitwise OR

### **Bitwise xor ^**

It performs Logical XOR ^ operation on the binary value of a integer and gives the result as a decimal value.

**Example**: –

a = 7

b = 4

c = 5

**print**(a ^ c)

**print**(b ^ c)
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### **Bitwise 1’s complement ~**

It performs 1’s complement operation. It invert each bit of binary value and returns the bitwise negation of a value as a result.

**Example**

a = 7

b = 4

c = 3

**print**(~a, ~b, ~c)

### **Bitwise left-shift <<**

The left-shift << operator performs a shifting bit of value by a given number of the place and fills 0’s to new positions.

**Example**: –

**print**(4 << 2)

# Output 16

**print**(5 << 3)

# Output 40

### **Bitwise right-shift >>**

The left-shift >> operator performs shifting a bit of value to the right by a given number of places. Here some bits are lost.

**print**(4 >> 2)

# Output

**print**(5 >> 2)

# Output

## Python Operators Precedence

In Python, operator precedence and associativity play an essential role in solving the expression. An expression is the combination of variables and operators that evaluate based on operator precedence.

We must know what the precedence (priority) of that operator is and how they will evaluate down to a single value.

| **Precedence level** | **Operator** | **Meaning** |
| --- | --- | --- |
| 1 (Highest) | () | Parenthesis |
| 2 | \*\* | Exponent |
| 3 | +x, -x ,~x | Unary plus, Unary Minus, Bitwise negation |
| 4 | \*, /, //, % | Multiplication, Division, Floor division, Modulus |
| 5 | +, - | Addition, Subtraction |
| 6 | <<, >> | Bitwise shift operator |
| 7 | & | Bitwise AND |
| 8 | ^ | Bitwise XOR |
| 9 | | | Bitwise OR |
| 10 | ==, !=, >, >=, <, <= | Comparison |
| 11 | is, is not, in, not in | Identity, Membership |
| 12 | not | Logical NOT |
| 13 | and | Logical AND |
| 14 (Lowest) | or | Logical OR |

**Control Flow Statements**

The flow control statements are divided into **three categories**

1. Conditional statements
2. Iterative statements.
3. Transfer statements

### 1.Conditional statements-

In Python, condition statements act depending on whether a given condition is true or false.

There are three types of conditional statements.

1. if statement
2. if-else
3. if-elif-else
4. nested if-els

### 2.Iterative statements

In Python, iterative statements allow us to execute a block of code repeatedly as long as the condition is True. We also call it a loop statements

1. [for loop](https://pynative.com/python-for-loop/)
2. [while loop](https://pynative.com/python-while-loop/)

### 3.Transfer statements

In Python, [transfer statements](https://pynative.com/python-break-continue-pass/) are used to alter the program’s way of execution in a certain manner. For this purpose, we use three types of transfer statements.

1. [break statement](https://pynative.com/python-break-continue-pass/#h-break-statement-in-python)
2. [continue statement](https://pynative.com/python-break-continue-pass/#h-continue-statement-in-python)
3. Pass statements

## If statement-

## if the condition is True, then the True block of code will be executed, and if the condition is False, then the block of code is skipped, and The controller moves to the next line

**Syntax of the if statement**

**if** condition:

statement 1

statement 2

statement n

**Example**

number = 6

**if** number > 5:

# Calculate square

**print**(number \* number)

**print**('Next lines of code')

### **If – else statement-**

### The if-else statement checks the condition and executes the if block of code when the condition is True, and if the condition is False, it will execute the else block of code.

**Syntax of the if-else statement**

**if** condition:

statement 1

**else**:

statement 2

**Example**

number = int(input(“Enter the number:”)

**if** number > 5:

**print**(“number is grater then 5”)

else:

print(“number is smaller than 5”)

### **Chain multiple if statement in Python-**

In Python, the if-elif-else condition statement has an elif blocks to chain multiple conditions one after another. This is useful when you need to check multiple conditions.

**Syntax of the if-elif-else statement:**

**if** condition-1:

statement 1

**elif** condition-2:

stetement 2

**elif** condition-3:

stetement 3

...

**else**:

statement

**Example**

def user\_check(choice):

if choice == 1:

print("Admin")

elif choice == 2:

print("Editor")

elif choice == 3:

print("Guest")

else:

print("Wrong entry")

user\_check(1)

user\_check(2)

user\_check(3)

user\_check(4)

### **Nested if-else statement-**

In Python, the nested if-else statement is an if statement inside another if-else statement. It is allowed in Python to put any number of if statements in another if statement.

**Syntax of the nested-if-else:**

**if** conditon\_outer:

**if** condition\_inner:

statement of inner **if**

**else**:

statement of inner **else**:

statement ot outer **if**

**else**:

Outer **else**

num1 = **int**(**input**('Enter first number '))

num2 = **int**(**input**('Enter second number '))

**if** num1 >= num2:

**if** num1 == num2:

**print**(num1, 'and', num2, 'are equal')

**else**:

**print**(num1, 'is greater than', num2)

**else**:

**print**(num1, 'is smaller than', num2)

### **Single statement suites**

Whenever we write a block of code with multiple if statements, indentation plays an important role. But sometimes, there is a situation where the block contains only a single line statement.

1.exmple for if-else:

a=10

print(True ) if a<15 else print(False)

2.exmple-

a=23

b=31

c=14

max=(a if a>b and a>c else b if b>c else c)

print(max)

## for loop-

## Using for loop, we can iterate any sequence or iterable variable. The sequence can be string, [list](https://pynative.com/python-lists/), [dictionary](https://pynative.com/python-dictionaries/), [set](https://pynative.com/python-sets/), or [tuple](https://pynative.com/python-tuples/).

**Syntax of for loop:**

**for** element **in** sequence:

body of **for** loop

**for** i **in** **range**(1, 11):

## print(i)

## While loop in Python

In Python, The while loop statement repeatedly executes a code block while a particular condition is true.

**Syntax of while-loop**

**while** condition :

body of **while** loop

**Example to calculate the sum of first ten numbers**

num = 10

**sum** = 0

i = 1

**while** i <= num:

**sum** = **sum** + i

i = i + 1

**print**("Sum of first 10 number is:", **sum**)

## Break Statement in Python

## **The**[break statement](https://pynative.com/python-break-continue-pass/#h-break-statement-in-python) is used inside the loop to exit out of the loop. It is useful when we want to terminate the loop as soon as the condition is fulfilled instead of doing the remaining iterations

**Example of using a break statement**

**for** num **in** **range**(10):

**if** num > 5:

**print**("stop processing.")

**break**

**print**(num)

## Continue statement in python

## The [continue statement](https://pynative.com/python-break-continue-pass/#h-continue-statement-in-python) is used to skip the current iteration and continue with the next iteration

**Example of a continue statement**

**for** num **in** **range**(3, 8):

**if** num == 5:

**continue**

**else**:

**print**(num)

## Pass statement in Python

The pass is the keyword In Python, which won’t do anything. Sometimes there is a situation in programming where we need to define a syntactically empty block. We can define that block with the pass keyword.

**Example**

months = ['January', 'June', 'March', 'April']

**for** mon **in** months:

**pass**

**print**(months)